JavaScript if

**Summary**: in this tutorial, you will learn how to use the JavaScript if statement to execute a block when a condition is true.

Introduction to the JavaScript if statement

The if statement executes block if a condition is true. The following shows the syntax of the if statement:

if( condition )

statement;

Code language: JavaScript (javascript)

The condition can be a value or an expression. Typically, the condition evaluates to a [Boolean](https://www.javascripttutorial.net/javascript-data-types/#boolean) value, which is true or false.

If the condition evaluates to true, the if statement executes the statement. Otherwise, the if statement passes the control to the next statement after it.

The following flowchart illustrates how the if statement works:

If the condition evaluates to a non-Boolean value, JavaScript implicitly converts its result to a Boolean value by calling the [Boolean()](https://www.javascripttutorial.net/javascript-boolean/) function.

If you have more than one statement to execute, you need to use wrap them in a block using a pair of curly braces as follows:

if (condition) {

*// statements to execute*

}

Code language: JavaScript (javascript)

However, it’s a good practice to always use curly braces with the if statement. By doing this, you make your code easier to maintain and avoid possible mistakes.

JavaScript if statement examples

The following example uses the if statement to check if the age is equal to or greater than 18:

let age = 18;

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

Output:

You can sign up

Code language: JavaScript (javascript)

How it works.

First, declare and initialize the [variable](https://www.javascripttutorial.net/javascript-variables/) age to 18:

let age = 18;

Code language: JavaScript (javascript)

Second, check if the age is greater or equal to 18 using the if statement. Because the expression age >= 18 is true, the code inside the if statement executes that outputs a message to the console:

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

The following example also uses the if statement. However, the age is 16 which causes the condition to evaluate to false. Therefore, you won’t see any message in the output:

let age = 16;

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

Nested if statement

It’s possible to use an if statement inside another if statement. For example:

let age = 16;

let state = 'CA';

if (state == 'CA') {

if (age >= 16) {

console.log('You can drive.');

}

}

Code language: JavaScript (javascript)

Output:

You can drive.

Code language: JavaScript (javascript)

How it works.

First, declare and initialize the age and state variables:

let age = 16;

let state = 'CA';

Code language: JavaScript (javascript)

Second, check if the state is 'CA' using an if statement. If yes, check if the age is greater than 16 using a nested if statement and output a message to the console:

if (state == 'CA') {

if (age == 16) {

console.log('You can drive.');

}

}

Code language: JavaScript (javascript)

In practice, you should avoid using nested if statements as much as possible. For example, you can use the && operator to combine the conditions and use an if statements as follows:

let age = 16;

let state = 'CA';

if (state == 'CA' && age == 16) {

console.log('You can drive.');

}

Code language: JavaScript (javascript)

Summary

* Use the JavaScript if statement to execute a statement if a condition is true.
* Avoid using nested if statement as much as possible.

JavaScript if else

**Summary**: in this tutorial, you will learn how to use the JavaScript if...else statement to execute a block based on a condition.

Introduction to the JavaScript if…else statement

The [if](https://www.javascripttutorial.net/javascript-if/) statement executes a block if a condition is true. When the condition is false, it does nothing. But if you want to execute a statement if the condition is false, you can use an if...else statement.

The following shows the syntax of the if...else statement:

if( condition ) {

*// ...*

} else {

*// ...*

}

Code language: JavaScript (javascript)

In this syntax, the condition is a value or an expression that evaluates to true or false. If the condition is true, the if...else statement executes the block that follows the if branch.

If the condition is false, the if...else statement executes the block that follows the else branch.

Typically, the condition evaluates to a boolean value, which is true or false. However, if it evaluates to a non-boolean value, the if...else statement will convert it to the boolean value.

The following flowchart illustrates how the if...else statement works:

JavaScript if…else statement examples

The following example uses the if...else statement to check if the age is greater than or equal to 18:

let age = 18;

if (age >= 18) {

console.log('You can sign up.');

} else {

console.log('You must be at least 18 to sign up.');

}

Code language: JavaScript (javascript)

In this example, the age is 18. Therefore, the expression age >= 18 is true. Hence, you’ll see the following message in the console:

You can sign up.

The following example is the same as above except that the age is 18 instead of 16:

let age = 16;

if (age >= 18) {

console.log('You can sign up.');

} else {

console.log('You must be at least 18 to sign up.');

}

Code language: JavaScript (javascript)

Output:

You must be at least 18 to sign up.

In this example, the age is 16. Therefore, the expression age >= 18 evaluates to false. Hence, the statement in the else branch executes that output the message to the console.

The following example uses a logical operator AND (&&) as the condition in the if block:

let age = 16;

let country = 'USA';

if (age >= 16 && country === 'USA') {

console.log('You can get a driving license.');

} else {

console.log('You are not eligible to get a driving license.');

}

Code language: JavaScript (javascript)

Because the age is 16 and the country is the USA, the following expression returns true.

age >= 16 && country === 'USA'

Code language: JavaScript (javascript)

And you see the following output:

You can get a driving license.

Code language: JavaScript (javascript)

Summary

* Use the JavaScript if...else statement to execute a block if a condition is true and another block otherwise.

# JavaScript if else if

**Summary**: In this tutorial, you will learn how to use the JavaScript if...else...if statement to check multiple conditions and execute the corresponding block if a condition is true.

## Introduction to the JavaScript if else if statement

The [if](https://www.javascripttutorial.net/javascript-if/) an [if…else](https://www.javascripttutorial.net/javascript-if-else/) statements accept a single condition and execute the if or else block accordingly based on the condition.

To check multiple conditions and execute the corresponding block if a condition is true, you use the if...else...if statement like this:

if (condition1) {

*// ...*

} else if (condition2) {

*// ...*

} else if (condition3) {

*//...*

} else {

*//...*

}

Code language: JavaScript (javascript)

In this syntax, the if...else...if statement has three conditions. In theory, you can have as many conditions as you want to, where each else...if branch has a condition.

The if...else...if statement checks the conditions from top to bottom and executes the corresponding block if the condition is true.

The if...else...if statement stops evaluating the remaining conditions as soon as a condition is true. For example, if the condition2 is true, the if...else...if statement won’t evaluate the condition3.

If all the conditions are false, the if...else...if statement executes the block in the else branch.

The following flowchart illustrates how the if...else...if statement works:

## JavaScript if else if examples

Let’s take some examples of using the if...else...if statement.

### **1) A simple JavaScript if…else…if statement example**

The following example uses the if...else...if statement to get the month name from a month number:

let month = 6;

let monthName;

if (month == 1) {

monthName = 'Jan';

} else if (month == 2) {

monthName = 'Feb';

} else if (month == 3) {

monthName = 'Mar';

} else if (month == 4) {

monthName = 'Apr';

} else if (month == 5) {

monthName = 'May';

} else if (month == 6) {

monthName = 'Jun';

} else if (month == 7) {

monthName = 'Jul';

} else if (month == 8) {

monthName = 'Aug';

} else if (month == 9) {

monthName = 'Sep';

} else if (month == 10) {

monthName = 'Oct';

} else if (month == 11) {

monthName = 'Nov';

} else if (month == 12) {

monthName = 'Dec';

} else {

monthName = 'Invalid month';

}

console.log(monthName);

Code language: JavaScript (javascript)

Output:

Jun

In this example, we compare the month with 12 numbers from 1 to 12 and assign the corresponding month name to the monthName variable.

Since the month is 6, the expression month==6 evaluates to true. Therefore, the if...else...if statement assigns the literal string 'Jun' to the monthName variable. Therefore, you see Jun in the console.

If you change the month to a number that is not between 1 and 12, you’ll see the Invalid Month in the console because the else clause will execute.

### **2) Using JavaScript if…else…if statement to calculate the body mass index**

The following example calculates a body mass index (BMI) of a person. It uses the if...else...if statement to determine the weight status based on the BMI:

let weight = 70; *// kg*

let height = 1.72; *// meter*

*// calculate the body mass index (BMI)*

let bmi = weight / (height \* height);

let weightStatus;

if (bmi < 18.5) {

weightStatus = 'Underweight';

} else if (bmi >= 18.5 && bmi <= 24.9) {

weightStatus = 'Healthy Weight';

} else if (bmi >= 25 && bmi <= 29.9) {

weightStatus = 'Overweight';

} else {

weightStatus = 'Obesity';

}

console.log(weightStatus);

Code language: JavaScript (javascript)

Output:

Healthy Weight

How it works.

* First, declare two variables that hold the weight in kilogram and height in meter. In a realworld application, you’ll get these values from a web form.
* Second, calculate the body mass index by dividing the weight by the square of the height.
* Third, determine the weight status based on the BMI using the if...else..if statement.
* Finally, output the weight status to the console.

## Summary

* Use the JavaScript if...else...if statement to check multiple conditions and execute the corresponding block if a condition is true.

# JavaScript Ternary Operator

![javascript ternary operator](data:image/png;base64,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)

**Summary**: in this tutorial, you will learn how to use the JavaScript ternary operator to make your code more concise.

## Introduction to JavaScript ternary operator

When you want to execute a block if a condition evaluates to true, you often use an [if…else](https://www.javascripttutorial.net/javascript-if-else/) statement. For example:

let age = 18;

let message;

if (age >= 16) {

message = 'You can drive.';

} else {

message = 'You cannot drive.';

}

console.log(message);

Code language: JavaScript (javascript)

In this example, we show a message that a person can drive if the age is greater than or equal to 16. Alternatively, you can use a ternary operator instead of the [if-else](https://www.javascripttutorial.net/javascript-if-else/) statement like this:

let age = 18;

let message;

age >= 16 ? (message = 'You can drive.') : (message = 'You cannot drive.');

console.log(message);

Code language: JavaScript (javascript)

Or you can use the ternary operator in an expression as follows:

let age = 18;

let message;

message = age >= 16 ? 'You can drive.' : 'You cannot drive.';

console.log(message);

Code language: JavaScript (javascript)

Here’s the syntax of the ternary operator:

condition ? expressionIfTrue : expressionIfFalse;

Code language: JavaScript (javascript)

In this syntax, the condition is an expression that evaluates to a Boolean value, either true or false.

If the condition is true, the first expression (expresionIfTrue) executes. If it is false, the second expression (expressionIfFalse) executes.

The following shows the syntax of the ternary operator used in an expression:

let variableName = condition ? expressionIfTrue : expressionIfFalse;

Code language: JavaScript (javascript)

In this syntax, if the condition is true, the variableName will take the result of the first expression (expressionIfTrue) or expressionIfFalse otherwise.

## JavaScript ternary operator examples

Let’s take some examples of using the ternary operator.

### **1) Using the JavaScript ternary operator to perform multiple statements**

The following example uses the ternary operator to perform multiple operations, where each operation is separated by a comma. For example:

let authenticated = true;

let nextURL = authenticated

? (alert('You will redirect to admin area'), '/admin')

: (alert('Access denied'), '/403');

*// redirect to nextURL here*

console.log(nextURL); *// '/admin'*

Code language: JavaScript (javascript)

In this example, the returned value of the ternary operator is the last value in the comma-separated list.

### **2) Simplifying ternary operator example**

See the following example:

let locked = 1;

let canChange = locked != 1 ? true : false;

Code language: JavaScript (javascript)

If the locked is 1, then the canChange variable is set to false, otherwise, it is set to true. In this case, you can simplify it by using a Boolean expression as follows:

let locked = 1;

let canChange = locked != 1;

Code language: JavaScript (javascript)

### **3) Using multiple JavaScript ternary operators example**

The following example shows how to use two ternary operators in the same expression:

let speed = 90;

let message = speed >= 120 ? 'Too Fast' : speed >= 80 ? 'Fast' : 'OK';

console.log(message);

Code language: JavaScript (javascript)

Output:

Fast

Code language: JavaScript (javascript)

It’s a good practice to use the ternary operator when it makes the code easier to read. If the logic contains many if...else statements, you should avoid using the ternary operators.

## Summary

* Use the JavaScript ternary operator (?:)to make the code more concise.

# JavaScript switch case

**Summary**: in this tutorial, you will learn how to use the JavaScript switch statement to execute a block based on multiple conditions.

## Introduction to the JavaScript switch case statement

The switch statement evaluates an expression, compares its result with case values, and executes the statement associated with the matching case value.

The following illustrates the syntax of the switch statement:

switch (expression) {

case value1:

statement1;

break;

case value2:

statement2;

break;

case value3:

statement3;

break;

default:

statement;

}

Code language: JavaScript (javascript)

How it works.

* First, evaluate the expression inside the parentheses after the switch keyword.
* Second, compare the result of the expression with the value1, value2, … in the case branches from top to bottom. The switch statement uses the strict comparison (===).
* Third, execute the statement in the case branch where the result of the expression equals the value that follows the case keyword. The [break](https://www.javascripttutorial.net/javascript-break/) statement exits the switch statement. If you skip the break statement, the code execution falls through the original case branch into the next one. If the result of the expression does not strictly equal to any value, the switch statement will execute the statement in the default branch.

That the switch statement will stop comparing the expression‘s result with the remaining case values as long as it finds a match.

The switch statement is like the [if…else…if](https://www.javascripttutorial.net/javascript-if-else-if/) statement. But it has more readable syntax.

The following flowchart illustrates the switch statement:

In practice, you often use a switch statement to replace a complex if...else...if statement to make the code more readable.

Technically, the switch statement is equivalent to the following  if...else...if statement:

if (expression === value1) {

statement1;

} else if (expression === value2) {

statement2;

} else if (expression === value3) {

statement3;

} else {

statement;

}

Code language: JavaScript (javascript)

## JavaScript switch case examples

Let’s take some examples of using the JavaScript switch statement.

### **1) Using JavaScript switch statement to get the day of the week**

The following example uses the switch statement to get the day of the week based on a day number:

let day = 3;

let dayName;

switch (day) {

case 1:

dayName = 'Sunday';

break;

case 2:

dayName = 'Monday';

break;

case 3:

dayName = 'Tuesday';

break;

case 4:

dayName = 'Wednesday';

break;

case 5:

dayName = 'Thursday';

break;

case 6:

dayName = 'Friday';

break;

case 7:

dayName = 'Saturday';

break;

default:

dayName = 'Invalid day';

}

console.log(dayName); *// Tuesday*

Code language: JavaScript (javascript)

Output:

Tuesday

How it works.

First, declare the day variable that holds the day number and the day name variable (dayName).

Second, get the day of the week based on the day number using the switch statement. If the day is 1, the day of the week is Sunday. If the day is 2, the day of the week is Monday, and so on.

Third, output the day of the week to the console.

### **2) Using the JavaScript switch statement to get the day count based of a month**

The following example uses the switch statement to get the day count of a month:

let year = 2016;

let month = 2;

let dayCount;

switch (month) {

case 1:

case 3:

case 5:

case 7:

case 8:

case 10:

case 12:

dayCount = 31;

break;

case 4:

case 6:

case 9:

case 11:

dayCount = 30;

break;

case 2:

*// leap year*

if ((year % 4 == 0 && !(year % 100 == 0)) || year % 400 == 0) {

dayCount = 29;

} else {

dayCount = 28;

}

break;

default:

dayCount = -1; *// invalid month*

}

console.log(dayCount); *// 29*

Code language: JavaScript (javascript)

In this example, we have four cases:

* If the month is 1, 3,5, 7, 8, 10, or 12, the number of days in a month is 31.
* If the month is 4, 6, 9, or 11, the number of days in that month is 30.
* If the month is 2, and the year is not the leap year, the number of days is 28. If the year is the leap year, the number of days is 29.
* If the month is not in the valid range (1-12), the default branch executes and sets the dayCount variable to -1, which indicates the invalid month.

## Summary

* The switch statement evaluates an expression, compare its result with case values, and execute the statement associated with the matching case.
* Use the switch statement to rather than a complex if...else...if statement to make the code more redable.
* The switch statement uses the strict comparison (===) to compare the expression with the case values.

JavaScript while Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript while statement to create a loop that executes a block as long as a condition is true .

Introduction to the JavaScript while loop statement

The JavaScript while statement creates a loop that executes a block as long as a condition evaluates to true.

The following illustrates the syntax of the while statement:

while (expression) {

*// statement*

}

Code language: JavaScript (javascript)

The while statement evaluates the expression before each iteration of the loop.

If the expression evaluates to true, the while statement executes the statement. Otherwise, the while loop exits.

Because the while loop evaluates the expression before each iteration, it is known as a pretest loop.

If the expression evaluates to false before the loop enters, the while loop will never execute.

The following flowchart illustrates the while loop statement:

Note that if you want to execute the statement a least once and check the condition after each iteration, you should use the [do…while](https://www.javascripttutorial.net/javascript-do-while/) statement.

JavaScript while loop example

The following example uses the while statement to output the odd numbers between 1 and 10 to the console:

let count = 1;

while (count < 10) {

console.log(count);

count +=2;

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

How the script works

* First, declare and initialize the count variable to 1.
* Second, execute the statement inside the loop if the count variable is less than 10. In each iteration, ouput the count to the console and increase the count by 2.
* Third, after 5 iterations, the count is 11. Therefore, the condition count < 10 is false, the loop exits.

Summary

* Use a while loop statement to create a loop that executes a block as long as a condition evaluates to true.

# JavaScript do…while Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript do...while statement to create a loop that executes a block until a condition is false.

## Introduction to the JavaScript do…while statement

The do...while loop statement creates a loop that executes a block until a condition evaluates to false. The following statement illustrates the syntax of the do...while loop:

do {

statement;

} while(expression);

Code language: JavaScript (javascript)

Unlike the [while](https://www.javascripttutorial.net/javascript-while-loop/) loop, the do-while loop always executes the statement at least once before evaluating the expression.

Because the do...while loop evaluates expression after each iteration, it’s often referred to as a post-test loop.

Inside the loop body, you need to make changes to some [variables](https://www.javascripttutorial.net/javascript-variables/) to ensure that the expression is false after some iterations. Otherwise, you’ll have an indefinite loop.

Note that starting with ES6+, the trailing semicolon (;) after the while(expression) is optional. So you can use the following syntax:

do {

statement;

} while(expression)

Code language: JavaScript (javascript)

The following flowchart illustrates the do-while loop statement:

In practice, you often use the do...while statement when you want to execute the loop body at least once before checking the condition.

## JavaScript do while statement examples

Let’s take some examples of using the do...while statement.

### **1) Simple JavaScript do while statement example**

The following example uses the do...while statement to output five numbers from 0 to 4 to the console:

let count = 0;

do {

console.log(count);

count++;

} while (count < 5)

Code language: JavaScript (javascript)

Output:

0

1

2

3

4

In this example:

* First, declare and initialize the count variable to zero.
* Second, show the count and increase its value by one in each iteration until its value is greater or equal to 5.

### **2) Using the JavaScript do while statement to make a simple number guessing game**

The following example uses the do...while statement to generate a number guessing game.

The script generates a random integer between 1 and 10. And you have to make a number of guesses until your number matches the random number.

*// generate a secret number between 1 and 10*

const MIN = 1;

const MAX = 10;

let secretNumber = Math.floor(Math.random() \* (MAX - MIN + 1)) + MIN;

let guesses = 0; *// for storing the number of guesses*

let hint = ''; *// for storing hint*

let number = 0;

do {

*// get input from user*

let input = prompt(`Please enter a number between ${MIN} and ${MAX}` + hint);

*// get the integer*

number = parseInt(input);

*// increase the number of guesses*

guesses++;

*// check input number with the secret number provide hint if needed*

if (number > secretNumber) {

hint = ', and less than ' + number;

} else if (number < secretNumber) {

hint = ', and greater than ' + number;

} else if (number == secretNumber) {

alert(`Bravo! you're correct after ${guesses} guess(es).`);

}

} while (number != secretNumber);

Code language: JavaScript (javascript)

How it works.

First, declare the MIN and MAX constants and initialize their values to 1 and 10:

const MIN = 1;

const MAX = 10;

Code language: JavaScript (javascript)

Second, use Math.random() function to generate a random floating-point number with the value in the range of 0 and 1 (inclusive of zero but not one).

To generate a random number between MIN and MAX (exclusive), you use the following expression:

Math.random() \* (MAX - MIN + 1)

Code language: JavaScript (javascript)

However, the result is a floating-point number. Therefore, you need to use the Math.floor() function to convert it to an integer:

Math.floor(Math.random() \* (MAX - MIN + 1))

Code language: JavaScript (javascript)

To generate a random number between min and max, you use the following expression:

let secretNumber = Math.floor(Math.random() \* (MAX - MIN + 1)) + MIN;

Code language: JavaScript (javascript)

Third, define three variables for storing the number of guesses, hints, and user’s input number:

let guesses = 0; *// for storing the number of guesses*

let hint = ''; *// for storing hint*

let number = 0;

Code language: JavaScript (javascript)

Fourth, use the input() function to get the input from the user:

let input = prompt(`Please enter a number between ${MIN} and ${MAX}` + hint);

Code language: JavaScript (javascript)

Note that the input() function only works on web browsers. If you run the code in another environment such as node.js, please check the corresponding function.

The input() function returns a string, therefore, you need to use the parseInt() function to convert it to an integer:

number = parseInt(input);

Code language: JavaScript (javascript)

Fifth, increase the number of guesses in each iteration:

guesses++;

Sixth, check the input number with the secret number (random) number and give hint. If the numbers are matched, show the message using the [alert()](https://www.javascripttutorial.net/javascript-bom/javascript-alert/) function:

if (number > secretNumber) {

hint = ', and less than ' + number;

} else if (number < secretNumber) {

hint = ', and greater than ' + number;

} else if (number == secretNumber) {

alert(`Bravo! you're correct after ${guesses} guess(es).`);

}

Code language: JavaScript (javascript)

Seventh, perform the next iteration until the number matches the secret number.

while (number != secretNumber);

Code language: JavaScript (javascript)

## Summary

* Use the do…while statement to create a loop that executes a code block until a condition is false.

# JavaScript for Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript for loop statement to create a loop with various options.

## Introduction to the JavaScript for loop statement

The for loop statement creates a loop with three optional expressions. The following illustrates the syntax of the for loop statement:

for (initializer; condition; iterator) {

*// statements*

}

Code language: JavaScript (javascript)

### **1) iterator**

The for statement executes the initializer only once the loop starts. Typically, you declare and initialize a local loop variable in the initializer.

### **2) condition**

The condition is a boolean expression that determines whether the for should execute the next iteration.

The for statement evaluates the condition before each iteration. If the condition is true (or is not present), it executes the next iteration. Otherwise, it’ll end the loop.

### **3) iterator**

The for statement executes the iterator after each iteration.

The following flowchart illustrates the for loop:

In the for loop, the three expressions are optional. The following shows the for loop without any expressions:

for ( ; ; ) {

*// statements*

}

Code language: JavaScript (javascript)

## JavaScript for loop examples

Let’s take some examples of using the for loop statement.

### **1) A simple JavaScript for loop example**

The following example uses the for loop statement to show numbers from 1 to 4 to console:

for (let i = 1; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

2

3

4

How it works.

* First, declare a variable  counter and initialize it to 1.
* Second, display the value of counter in the console if counter is less than 5.
* Third, increase the value of counter by one in each iteration of the loop.

### **2) Using the JavaScript for loop without the initializer example**

The following example uses a for loop that has no initializer expression:

let j = 1;

for (; j < 10; j += 2) {

console.log(j);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

### **3) Using the JavaScript for loop without the condition example**

Similar to the initializer expression, the condition expression is optional. If you omit the condition expression, you need to use a [break](https://www.javascripttutorial.net/javascript-break/) statement to terminate the loop.

for (let j = 1; ; j += 2) {

console.log(j);

if (j > 10) {

break;

}

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

11

### **3) Using the JavaScript for loop statement without any expression example**

All three expressions of the for loop statements are optional. Therefore, you can omit all of them. For example:

let j = 1;

for (;;) {

if (j > 10) {

break;

}

console.log(j);

j += 2;

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

### **4) Using the JavaScript for loop without the loop body example**

JavaScript allows the for statement to have an empty statement. In this case, you place a semicolon (;) immediately after the for statement.

For example, the following uses a for loop to calculate the sum of 10 numbers from 1 to 10:

let sum = 0;

for (let i = 0; i <= 9; i++, sum += i);

console.log(sum);

Code language: JavaScript (javascript)

Output:

55

## Summary

* Use the JavaScript for statement to create a loop that execute a block based using various options.

# JavaScript break

**Summary**: in this tutorial, you’ll learn how to use the JavaScript break statement to terminate a loop prematurely.

## The label statement

In JavaScript, you can label a statement for later use. Here’s the syntax of the label statement:

label: statement;

Code language: HTTP (http)

In this syntax, the label can be any valid identifier. For example, the following shows how to label a for loop using the outer label:

outer: for (let i = 0; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Once defining a label, you can reference it in the break or [continue](https://www.javascripttutorial.net/javascript-continue/) statement.

## Introduction to JavaScript break statement

The break statement prematurely terminates a loop such as [for](https://www.javascripttutorial.net/javascript-for-loop/), [do...while](https://www.javascripttutorial.net/javascript-do-while/), and [while](https://www.javascripttutorial.net/javascript-while-loop/) loop, a [switch](https://www.javascripttutorial.net/javascript-switch-case/), or a label statement. Here’s the syntax of the break statement:

break [label];

Code language: JavaScript (javascript)

In this syntax, the label is optional if you use the break statement in a loop or switch. However, if you use the break statement with a label statement, you need to specify it.

This tutorial focuses on how to use the break statement to terminate the loop prematurely.

## Using JavaScript break statement in a for loop

The following for loop statement outputs five numbers from 0 to 4:

for (let i = 0; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Output:

0

1

2

3

4

To terminate the for loop prematurely, you can use a break statement. For example, the following illustrates how to use a break statement inside a for loop:

for (let i = 0; i < 5; i++) {

console.log(i);

if (i == 2) {

break;

}

}

Code language: JavaScript (javascript)

Output:

0

1

2

In this example, we use an [if](https://www.javascripttutorial.net/javascript-if/) statement inside the loop. If the current value of i is 2, the if statement executes the break statement that terminates the loop.

This flowchart illustrates how the break statement works in a for loop:

### **Using the break statement to terminate a nested loop**

A nested loop has one loop inside another. For example, the following uses a nested for loop to output a pair of numbers from 1 to 3:

for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

1 3

2 1

2 2

2 3

3 1

3 2

3 3

If you use a break statement inside an inner loop, it only terminates the enclosing loop. For example:

for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

if (i + j == 4) {

break;

}

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

2 1

In this example, if the sum of i and j is 4, the break statement terminates the inner loop. To terminate the nested loop, you use a label statement. For example:

outer: for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

if (i + j == 4) {

break outer;

}

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

In this example, we label the outer loop with the label outer. Inside the inner loop, we specify the outer label in the break statement. The break statement to terminate the nested loop if the sum of i and j is 4.

## Using JavaScript break statement in a while loop

The following output five numbers from 1 to 5 to the console using a while loop:

let i = 0;

while (i < 5) {

i++;

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

2

3

4

5

Like a for loop, the break statement terminates a while loop prematurely. For example:

let i = 0;

while (i < 5) {

i++;

console.log(i);

if (i == 3) {

break;

}

}

Code language: JavaScript (javascript)

Output:

1

2

3

In this example, when the current value of i is 3, the break statement terminates the loop. Therefore, you see only three numbers in the output.

The following flowchart illustrates how the break statement works in a while loop:

## Using JavaScript break statement in a do…while loop

The following example uses a do...while statement to output five numbers from 0 to 5 to the console:

let i = 0;

do {

i++;

console.log(i);

} while (i < 5);

Code language: JavaScript (javascript)

Output:

1

2

3

4

5

Like a while loop, you can use a break statement to terminate a do...while loop. For example:

let i = 0;

do {

i++;

console.log(i);

if (i == 3) {

break;

}

} while (i < 5);

Code language: JavaScript (javascript)

Output:

1

2

3

The following flowchart shows how the break statement works in a do while loop:

## Summary

* Use the break statement to terminate a loop including for, while, and do...while prematurely.
* When used in a nested loop, the break statement terminates the enclosing loop. To terminate the nested loop, you use a label statement.

JavaScript continue

**Summary**: in this tutorial, you will learn how to use the JavaScript continue statement to skip the current iteration of a loop.

Introduction to the JavaScript continue statement

The continue statement terminates the execution of the statement in the current iteration of a loop such as a [for](https://www.javascripttutorial.net/javascript-for-loop/), [while](https://www.javascripttutorial.net/javascript-while-loop/), and [do…while](https://www.javascripttutorial.net/javascript-do-while/) loop and immediately continues to the next iteration.

Here’s the syntax of the continue statement:

continue [label];

Code language: JavaScript (javascript)

In this syntax, the label is optional. It is a valid identifier associated with the label of a statement. Read the [break](https://www.javascripttutorial.net/javascript-break/) statement tutorial for more information on the label statement.

Typically, you use the continue with an [if](https://www.javascripttutorial.net/javascript-if/) statement like this:

*// inside a loop*

if(condition){

continue;

}

Code language: JavaScript (javascript)

In this syntax, the if statement specifies a condition to execute the continue statement inside a loop.

Using the continue statement in a for loop

When using the continue statement in a for loop, it doesn’t terminate the loop entirely. Instead, it jumps to the iterator expression.

The following flowchart illustrates how the continue statement works in a for loop:

JavaScript continue with for loop

The following example uses a continue in a for loop to display the odd number in the console:

for (let i = 0; i < 10; i++) {

if (i % 2 === 0) {

continue;

}

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

In this example, the for loop iterates over the numbers from 0 to 9.

The i%2 returns the remainder of the division of the current value of i by 2.

If the remainder is zero, the if statement executes the continue statement that skips the current iteration of the loop and jumps to the iterator expression i++. Otherwise, it outputs the value of i to the console.

Using the continue statement in a while loop

When using the continue statement in a while loop, it doesn’t terminate the execution of the loop entirely. Instead, it jumps back to the condition.

The following flowchart show hows the continue statement works in a while loop statement:

The following example uses the continue statement in a while loop to display the odd numbers from 1 to 10:

let i = 0;

while (i < 10) {

i++;

if (i % 2 === 0) {

continue;

}

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

Using the continue statement with a label example

The continue statement can include an optional label like this:

continue label;

Code language: JavaScript (javascript)

The following nested loop displays pairs of numbers from 1 to 2:

for (let i = 1; i < 3; i++) {

for (let j = 1; j < 3; j++) {

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

2 1

2 2

The following shows how to use the continue statement with a label:

outer: for (let i = 1; i < 4; i++) {

for (let j = 1; j < 4; j++) {

if (i + j == 3) continue outer;

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

3 1

3 2

3 3

Summary

* Use the JavaScript continue statement to skip the current iteration of a loop and continue the next one.

JavaScript Comma Operator

**Summary**: in this tutorial, you’ll learn about the JavaScript comma operator and its usage.

Introduction to the JavaScript comma operator

JavaScript uses a comma (,) to represent the comma operator. A comma operator takes two expressions, evaluates them from left to right, and returns the value of the right expression.

Here’s the syntax of the comma operator:

leftExpression, rightExpression

For example:

let result = (10, 10 + 20);

console.log(result);

Code language: JavaScript (javascript)

Output:

30

In this example, the 10, 10+20 returns the value of the right expression, which is 10+20. Therefore, the result value is 30.

See the following example:

let x = 10;

let y = (x++, x + 1);

console.log(x, y);

Code language: JavaScript (javascript)

Output:

11 12

In this example, we increase the value of x by one (x++), add one to x (x+1) and assign x to y. Therefore, x is 11, and y is 12 after the statement.

However, to make the code more explicit, you can use two statements rather than one statement with a comma operator like this:

let x = 10;

x++;

let y = x + 1;

console.log(x, y);

Code language: JavaScript (javascript)

This code is more explicit.

In practice, you might want to use the comma operator inside a [for](https://www.javascripttutorial.net/javascript-for-loop/) loop to update multiple variables each time through the loop.

The following example uses the comma operator in a for loop to display an array of nine elements as a matrix of 3 rows and three columns:

let board = [1, 2, 3, 4, 5, 6, 7, 8, 9];

let s = '';

for (let i = 0, j = 1; i < board.length; i++, j++) {

s += board[i] + ' ';

if (j % 3 == 0) {

console.log(s);

s = '';

}

}

Code language: JavaScript (javascript)

Output:

1 2 3

4 5 6

7 8 9

Summary

* A comma operator takes two expressions and evaluates them from left to right, and returns the value of the right expression.
* Use the comma operator (,) inside a for loop to update multiple variables once.
* Use two statements rather than the comma operator elsewhere to make the code more explicit and easier to understand.